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# Introduction

In this course work we were asked to write code that modeled the enigma. The enigma was a cryptography machine used by the Germans in World War II to encrypt their messages although it was cracked after a few years of the war this machine shows the power of cryptography and its importance.

# Expectations

Before starting this course, I had a few expectations. Before jumping directly to the expectations, I need to explain where my level was before starting the course. I have built a grading system with python for last year’s project. I did not know anything about data structures, efficiency, or cryptography. I expected to learn and implement different data structures, understand efficiency and what makes one’s program more efficient than other programs. And understand some basic concepts about cryptography.

# How to use the program

The program is very user friendly to start the program run the python file

1. After running the code, you the user must choose one of three options for the plugboard

(1, 2, or 3) 1 will continue the program without a plugboard, 2 will use a predefined plugboard and 3 will allow you to configure your own plugboard.

* Note: if you choose 3 you must pare any 2 letters together in one input for example <ab> <BU> this means that (a) will be wired to (b) and (capital b) will be wired to (capital u)

1. After you configure the plugboard you have the option to choose 3 of 5 rotors to choose the rotors you can pic any 3 from (I, II, III, IV, V)

* Note: you only pic one rotor at once. For example IV, followed by an enter then II followed by an enter then V followed by enter. The above example means that I used (IV, II, V) IV as the first rotor, II as the second rotor, and V as the third and last rotor.

1. After choosing the 3 rotor that you will be asked to set the 3 rotors to any value from 0 to 62

* Note: this corresponds to the actual enigma where you had every rotor set to a certain number.
* Like Number 2 after setting a number you must press enter. For example, pressing 1 then enter, 5 then enter, 0 then enter means that rotor one is stet to 1 rotor two is set to 5 and rotor three is set to 0

1. Finally, you can type in the message that you would like to encrypt / decrypt

* Note you must memorize the above settings to decrypt the message

# Table of unite test

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Plugboard setting** | **Choosing the rotors** | **Setting the rotors** | **Message before encryption** | **Encrypted message** |
| 1 | I  II  III | 0  0  0 | Enigma encryption | OwjbfY hckWaMFPsq |
| 1 | II  V  IV | 1  2  3 | Today the weather was very nice | VsFiK g4e C8axh3z 5Zw L0sw B7lh |
| 2 | V  I  III | 9  6  3 | Hello world 1234 | bPZav n3JPv qxYU |
| 2 | V  IV  III | 9  9  9 | aaaaaaaaaaaaaaaaa | 9IHWFdkSebwADIozS  Note: this is to show that every (a) was encrypted to a different value |
| 3  [Custom plugboard configuration](#_Plug_board_configuration) | I  II  V | 3  3  8 | Ahmed Mohamed Farouk Mahmoud | LSl6u jwBqBtU 2lhjR5 NXyadfm |

# Program explanation

For this project I created 2 separate codes. One code with dynamic arrays (lists, dictionary) and the other with fixed arrays using the library Ctypes. Creating 2 separate programs helped me understand why data structures matter and how it can [affect efficiency](#_Data_structures_and). You can see both the codes inside my git repository.

Git repo ( <https://github.com/ahmedfarou22/enigmaa/> )

## Dynamic array explanation

### classes and functions

* There is only one class rotor (explained [below](#_Data_Type_Rotor))

Note: the rotors take in a number and return a different number (not letters)

* The function \_\_plug\_board\_\_ takes in a letter and returns the corresponding letter based on the configuration set by the user
* The function \_\_man\_reflector\_\_ takes in a number and reflects it back to the rotors

Note: if the reflector reflects 5 to 10 this means that 10 must be reflected to 5. In order for the machine to both encrypt and decrypt

* Since the rotors only take numbers and the user inputs letter, I created the function \_\_input\_output\_\_ that takes the letter and translates it to a number and vice versa

### Objects and user inputs

* The rotor\_dictionary is a dictionary where I created all the 5 rotor objects and gave them keys
* The plug board section is the section where I take input form the user to configure the plugboard
* The next 3 parts are very similar I take input from the user for choosing and setting the rotors

### Starting the program

The following part is the easiest. The program loops around every letter in the message and runs the functions under in this fixed order

1. ![](data:image/png;base64,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)Plugboard function
2. Input function
3. First rotor
4. Second rotor
5. Third rotor
6. Reflector
7. Third rotor inverse
8. second rotor inverse
9. first rotor inverse
10. plugboard
11. output function

## Fixed array explanation

Like the dynamic array code this code is very similar except that it has 2 extra classes for the fixed arrays.

### Classes

* class array is a class that creates fixed arrays based on the length that the user specifies
* Class \_MapEntery is a class that takes a value and a key used for the dictionary

### Objects

* The above images show how I created all the fixed arrays needed in the program and how I stored all the map entries in a fixed array of 5

The rest of the code is the same as the dynamic code [explained above](#_Dynamic_array_explanation)

# Data Type – Rotor –

One of the challenges that I faced in this project was understanding how the machine in particular how-to rotors functioned. After a few failed attempt (you can see the failed attempt in a zip file named bad code .zip in my git repository) I came across a YouTube video that explained the enigma on a paper. I then printed this paper and started testing the paper enigma. This helped me visualize and understand how the machine – the rotors – worked. Which lead me to the next part. How to create my own data type from arrays that simulated a real-world rotor. It was apparent in the paper that every rotor had 2 repeating lists one ordered list and then another unordered list. This means that in the class Rotor it needed to take an input and an output list. I then needed to write a few functions to make the rotor work, rotate, and find the notch to send a signal to the next rotor to rotate. This part of the course work helped me understand and implement my own data type and understand why developers need different data types.

# Data structures and efficiency

## Data structures

Since the old programing languages only understood numbers and strings python comes with a few built-in data structures to help developers. For example, if a Farouk wants to create a program that keeps track of all the pets that he owned he can use the predefined data structure lists to achieve this task. So, a list is a data structure where multiple values can be stored together in a certain order.

Before starting the program, I had 3 options to choose from fixed array, dynamic array, or linked lists. The below figure explains some advantages and disadvantages of different Data structures.

|  |  |  |  |
| --- | --- | --- | --- |
| Data structure | Fixed Array | Dynamic Array | Linked lists |
| Advantages | Uses less memory | Has a dynamic size | Faster insertions, has a dynamic size |
| Disadvantages | Has a fixed size | Uses more memory | Uses the most memory. |

**Linked lists:**

linked lists allow for the fastest insertion O(1) since you just change the head without the need to loop around the entire array. It also has the advantage of using less memory because the program only takes the place that it needs. And gives the user the ability to change the size of the list.

**Dynamic Array:**

Dynamic arrays like lists and dictionaries in python, are grate options since it does not require a fixed size. However, this comes at a cost of memory usage since python takes a huge place in the memory for the dynamic array and when it needs more space it copies the entire memory slot.

**Fixed Array:**

Unlike dynamic arrays fixed arrays require a fixed size. And this allows for better memory usage since there will not be coping of the slot

**What I used for the enigma:**

Although at first you might think that linked lists are the best data structure to use for the enigma code since it uses the least memory, when you start to write the code you will realize that to rotate the rotors you need to save the .next of every item in the linked list. Which means that it will use even more memory. But have faster insertions. I then created 2 different codes one with fixed arrays and another with dynamic arrays.

## Efficiency

**Time complexity:**

To test the efficiency of the code I had to test 2 things time complexity and memory usage. The time complexity for both the programs is O(N). since I needed to loop around the 2 lists to get the encrypted value of the input. The only way to make this part faster was to sort the rotors then search with a binary search. However, this would not be useful in our cases since the entire project is built around the rotors being scrambled. And sorting them would just mean that (a) will be encrypted to (a) and (b) will be encrypted to (b) making the entire program useless.

|  |  |  |
| --- | --- | --- |
| Data Type | Fixed Array | Dynamic Array (lists, dictionary) |
| Full time to run the program (Message = Ahmed is the best one that says I love Egypt) | 0.0000992 seconds | 0.0000783 seconds |

As shown above the average time to run the 2 programs is almost the same both programs have a complicity of O(N)

**Memory usage:**

Although the time complexity would almost be the same in any data structure the memory usage is different. dynamic arrays would use the most memory followed by the linked lists and the most efficient would be the fixed array. See the figure below for the memory usage.

|  |  |  |
| --- | --- | --- |
| Data Type | Fixed Array | Dynamic Array (lists, dictionary) |
| Rotor out array | 120 bits | 568 bits |
| Rotor’s dictionary | 648 | 2,840 bits |

# Plug board configuration file

This is an example of option 3 in the plugboard you can copy and paste it into the program
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# Code for fixed array

import ctypes

class \_MapEntry :

    def \_\_init\_\_(self, key, value):

        self.key = key

        self.value = value

    def \_\_str\_\_(self):

            return str(str(self.key)+" : "+ str(self.value))

class Array :

        def \_\_init\_\_( self, size ):

            assert size > 0, "Array size must be > 0"

            self.\_size = size

            PyArrayType = ctypes.py\_object \* size

            self.\_elements = PyArrayType()

            self.\_itemCount =0

        def \_\_len\_\_( self ):

            return self.\_size

        def \_\_print\_\_(self):

            for i in range(self.\_itemCount):

                print(self.\_elements[i], end =" ")

        def insertLast(self, item):

            if self.\_size > self.\_itemCount:

                self.\_elements[self.\_itemCount] = item

                self.\_itemCount +=1

            else:

                print("Array is full")

        def insertAll(self, item):

            for letter in item:

                if self.\_size > self.\_itemCount:

                    self.\_elements[self.\_itemCount] = letter

                    self.\_itemCount +=1

                else:

                    print("Array is full")

        def \_\_get\_value\_\_ (self,keyy):

            for item in self.\_elements:

                if keyy == item.key:

                    return item.value

        def linearSearch(self, term):

            for x in range(0,self.\_itemCount):

                if self.\_elements[x]== term:

                    return 1

            else:

                return 0

class rotor: # a data type that represents a rotor it takes in a number and outputs a number

    def \_\_init\_\_(self,rotor\_in,rotor\_out,rotor\_notch):

        self.rotor\_in =  rotor\_in.\_elements # a list

        self.rotor\_out = rotor\_out.\_elements # a list

        self.rotor\_notch = rotor\_notch # a letter

    # def \_\_inverse\_rotor\_\_(self):

    #      self.rotor\_notch = "#"

    #      return rotor(self.rotor\_out, self.rotor\_in, self.rotor\_notch)

    def \_\_auto\_rotate\_\_\_(self): # this function rotates the rotor once this is helpfull because after every letter is pressed the first rotor must rotate once

        self.rotor\_in = self.rotor\_in[1:] + self.rotor\_in[:1]      #rotate the rotor\_in once

        self.rotor\_out = self.rotor\_out[1:] + self.rotor\_out[:1]   #rotate the rotor\_out once

    def \_\_rotate\_next\_\_(self): # this function cheaks if the notch is at index zero if it is it returs 1 which is then used to rotate the next rotor before working it

        if self.rotor\_out[0] == self.rotor\_notch:

            return 1

        else:

            return 0

    def \_\_set\_rotor\_\_(self,setn): # this function is used to set the rotors before starting the machine it works by rotating the input and the output lists a certain number of unites

        self.rotor\_in = self.rotor\_in[setn:] + self.rotor\_in[:setn]

        self.rotor\_out = self.rotor\_out[setn:] + self.rotor\_out[:setn]

    def \_\_work\_rotor\_\_(self,number,rotatenext): # this is the main function it has 2 main parts

        if rotatenext == 1: # part one cheak if the rotor before sent 1 if it did then rotate the rotor once before execting the rest of the function

            self.rotor\_in = self.rotor\_in[1:] + self.rotor\_in[:1]

            self.rotor\_out = self.rotor\_out[1:] + self.rotor\_out[:1]

        value = 0  # part 2 of the function working the rotor

        value = self.rotor\_in[number]     # store the value of the letter that is iputed in a varuble named value

        for i in range(len(self.rotor\_out)): # loop around the rotor out and when the program finds the corsponding value return it

            if self.rotor\_out[i] == value:

                return i

    def \_\_work\_inverse\_rotor\_\_(self,number,rotatenext): # this is the main function it has 2 main parts

        if rotatenext == 1: # part one cheak if the rotor before sent 1 if it did then rotate the rotor once before execting the rest of the function

            self.rotor\_in = self.rotor\_in[1:] + self.rotor\_in[:1]

            self.rotor\_out = self.rotor\_out[1:] + self.rotor\_out[:1]

        value = 0  # part 2 of the function working the rotor

        value = self.rotor\_out[number]     # store the value of the letter that is iputed in a varuble named value

        for i in range(len(self.rotor\_in)): # loop around the rotor out and when the program finds the corsponding value return it

            if self.rotor\_in[i] == value:

                    return i

def \_\_plug\_board\_\_(letter,inputt,outputt):    # simple yet effective plug board

    # this plugboard works in a very simple way

    # it has 2 lists input and output

    # it cheaks the letter has what index in the input list and returns the value of the output list at the same index

    for i in range(len(inputt)):

        if letter == inputt.\_elements[i]:

            return outputt.\_elements[i]

def \_\_Man\_reflector\_\_(number): ## a reflector with hardcoded values

    # the easiest part of the program it takes a value and returns a diffrent one

    if number == 0:

        return 24

    if number == 1:

        return 17

    if number == 2:

        return 20

    if number == 3:

        return 7

    if number == 4:

        return 16

    if number == 5:

        return 18

    if number == 6:

        return 11

    if number == 7:

        return 3

    if number == 8:

        return 15

    if number == 9:

        return 23

    if number == 10:

        return 13

    if number == 11:

        return 6

    if number == 12:

        return 14

    if number == 13:

        return 10

    if number == 14:

        return 12

    if number == 15:

        return 8

    if number == 16:

        return 4

    if number == 17:

        return 1

    if number == 18:

        return 5

    if number == 19:

        return 25

    if number == 20:

        return 2

    if number == 21:

        return 22

    if number == 22:

        return 21

    if number == 23:

        return 9

    if number == 24:

        return 0

    if number == 25:

        return 19

    if number == 26:

        return 27

    if number == 27:

        return 26

    if number == 28:

        return 29

    if number == 29:

        return 28

    if number == 30:

        return 31

    if number == 31:

        return 30

    if number == 32:

        return 33

    if number == 33:

        return 32

    if number == 34:

        return 35

    if number == 35:

        return 36

    if number == 36:

        return 35

    if number == 37:

        return 38

    if number == 38:

        return 37

    if number == 39:

        return 40

    if number == 40:

        return 39

    if number == 41:

        return 42

    if number == 42:

        return 41

    if number == 43:

        return 44

    if number == 44:

        return 43

    if number == 45:

        return 46

    if number == 46:

        return 45

    if number == 47:

        return 48

    if number == 48:

        return 47

    if number == 49:

        return 50

    if number == 50:

        return 49

    if number == 51:

        return 52

    if number == 52:

        return 51

    if number == 53:

        return 54

    if number == 54:

        return 53

    if number == 55:

        return 56

    if number == 56:

        return 55

    if number == 57:

        return 58

    if number == 58:

        return 57

    if number == 59:

        return 60

    if number == 60:

        return 59

    if number == 61:

        return 61

def \_\_iput\_output\_\_(number\_or\_letter): # to make the program easier all the rotars take in a number and output a number this function turns letters to numbers and numbers to letters

    value = 0

    alphabet = rotor\_out

    if number\_or\_letter in alphabet.\_elements:

        #this is a letter lets convert to a number

        for i in range(len(alphabet.\_elements)):

            if alphabet.\_elements[i] == number\_or\_letter:

                value = i

                return i

    elif number\_or\_letter not in alphabet.\_elements:

        ## this is an intger lets convert it to a letter

         value = alphabet.\_elements[number\_or\_letter]

         return value

############## fixed arrays ######################

rotor\_out = Array(62)

rotor\_out.insertAll("abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ0123456789")

rotor\_one\_in = Array(62)

rotor\_one\_in.insertAll("ekmflgdqvzntowyhxuspaibrcjBYCHGLFMNAOEPUXDWVKJIRSZTQ4573628910")

rotor\_two\_in = Array(62)

rotor\_two\_in.insertAll("ajdksiruxblhwtmcqgznpyfvoeCXJBOQPWAIMUVNHTEFZGSRKYLD0354216987")

rotor\_three\_in = Array(62)

rotor\_three\_in.insertAll("bdfhjlcprtxvznyeiwgakmusqoGHJFIBARUQTSPVWYOZXCNLMKDE2347695801")

rotor\_four\_in = Array(62)

rotor\_four\_in.insertAll("opqrxwvyutabzcdhsijklegmnfGAXFHIJEVWDTUBONQSCRLYZMPK1329876054")

rotor\_five\_in = Array(62)

rotor\_five\_in.insertAll("ikzwvujtsrqlmncdopefyxghbaZYXWVUTSRQPONMLKJIHGFEDCBA9876543210")

outputtt = Array(62)

outputtt.insertAll("nopqrstuvwxyzabcdefghijklmNOPQRSTUVWXYZABCDEFGHIJKLM9876543210")

################### 5 rotors ############### fixed

entry1 = \_MapEntry("I",  rotor(rotor\_one\_in,rotor\_out,"q"))

entry2 = \_MapEntry("II", rotor(rotor\_two\_in,rotor\_out,"e"))

entry3 = \_MapEntry("III",rotor(rotor\_three\_in,rotor\_out,"v"))

entry4 = \_MapEntry("IV", rotor(rotor\_four\_in,rotor\_out,"u"))

entry5 = \_MapEntry("V",  rotor(rotor\_five\_in,rotor\_out,"b"))

map1 = Array(5)

map1.insertLast(entry1)

map1.insertLast(entry2)

map1.insertLast(entry3)

map1.insertLast(entry4)

map1.insertLast(entry5)

# ==========================================================  program Starts Here =============================================================================

##################### configure the plug board ###############

print("plug board configuration")

while True:

    y\_n = str(input("you have 3 options press 1 continue witout a plugboard press 2 to continue with a predefined plugboard or press 3 to configure your own plugboard : "))

    if y\_n == "1":

        break

    elif y\_n == "2":

        break

    elif y\_n == "3":

        break

    else:

        print("please enter 1 2 or 3 : ")

        continue

if y\_n == "3":

    inputt = Array(62)

    outputt = Array(62)

    for i in range(0,31):

        while True:

            match = input("match 2 letters together Example <AB>: ")

            if len(match) > 2:

                print("please enter 2 values only")

                continue

            elif len(match) == 1:

                print(" please use two letters together")

                continue

            elif len(match) == 0:

                print(" please use two letters together")

                continue

            elif match[0] == match[1]:

                print(" do not be smart ha afshak")

                continue

            elif len(match) < 0:

                print(" soory i did not uderstand that")

                continue

            elif inputt.linearSearch(match[0]) == 1:

                print("you already assined this before")

            elif inputt.linearSearch(match[1]) == 1:

                print("you already assined this before")

            elif outputt.linearSearch(match[0]) == 1:

                print("you already assined this before")

            elif outputt.linearSearch(match[1]) == 1:

                print("you already assined this before")

            else:

                inputt.insertLast(match[0])

                outputt.insertLast(match[1])

                break

    for k in range(0,31):

        inputt.insertLast(outputt.\_elements[k])

        outputt.insertLast(inputt.\_elements[k])

if y\_n == "2":

    inputt  =  rotor\_out

    outputt = outputtt

elif y\_n == "1":

    print ("you did not configure a plug board we will proceed without a plug board")

    inputt  =  rotor\_out

    outputt = rotor\_out

###################### choose the 3 rotors ############### with validation on input

while True:

    choose\_the\_first\_rotor  = input("first position: choose a  rotor from the one of the five > I, II, III, IV, V : ").upper()

    if choose\_the\_first\_rotor == "I":

        break

    if choose\_the\_first\_rotor == "II":

        break

    if choose\_the\_first\_rotor == "III":

        break

    if choose\_the\_first\_rotor == "IV":

        break

    if choose\_the\_first\_rotor == "V":

        break

    else:

        print("Sorry I did not understand that please enter I, II, III, IV, or V")

while True:

    choose\_the\_second\_rotor = input("second position: choose a  rotor from the one of the five > I, II, III, IV, V : ").upper()

    if choose\_the\_second\_rotor == "I":

        break

    if choose\_the\_second\_rotor == "II":

        break

    if choose\_the\_second\_rotor == "III":

        break

    if choose\_the\_second\_rotor == "IV":

        break

    if choose\_the\_second\_rotor == "V":

        break

    else:

        print("Sorry I did not understand that please enter I, II, III, IV, or V")

while True:

    choose\_the\_third\_rotor  = input("third position: choose a  rotor from the one of the five > I, II, III, IV, V : ").upper()

    if choose\_the\_third\_rotor == "I":

        break

    if choose\_the\_third\_rotor == "II":

        break

    if choose\_the\_third\_rotor == "III":

        break

    if choose\_the\_third\_rotor == "IV":

        break

    if choose\_the\_third\_rotor == "V":

        break

    else:

        print("Sorry I did not understand that please enter I, II, III, IV, or V")

###################### set values to the 3 rotors ############### with validations

while True:

    try:

        set\_rotor\_one    = int(input("what number do you want to set rotor 1 to ? "))

    except ValueError:

        print("Sorry, I didn't understand that.")

        continue

    if set\_rotor\_one < 0:

        print("Sorry, your response must not be negative.")

        continue

    if set\_rotor\_one > 62:

        print("Sorry, your response is bigger than 62.")

        continue

    else:

        break

while True:

    try:

        set\_rotor\_two    = int(input("what number do you want to set rotor 2 to ? "))

    except ValueError:

        print("Sorry, I didn't understand that.")

        continue

    if set\_rotor\_two < 0:

        print("Sorry, your response must not be negative.")

        continue

    if set\_rotor\_two > 62:

        print("Sorry, your response is bigger than 62.")

        continue

    else:

        break

while True:

    try:

        set\_rotor\_three  = int(input("what number do you want to set rotor 3 to ? "))

    except ValueError:

        print("Sorry, I didn't understand that.")

        continue

    if set\_rotor\_three < 0:

        print("Sorry, your response must not be negative.")

        continue

    if set\_rotor\_three > 62:

        print("Sorry, your response is bigger than 62.")

        continue

    else:

        break

while True: # take the message and validate any spcial caracters

    message = str(input("what is the message you want to encript/decript "))

    if any(c in rotor\_out.\_elements for c in message):

        break

    else:

        print("Your input contains values that are not suported please try agin")

        continue

result = ""

###################### create all rotors and give them set values ###############

firstrotor = map1.\_\_get\_value\_\_(choose\_the\_first\_rotor)

firstrotor.\_\_set\_rotor\_\_(set\_rotor\_one)

secondrotor =map1.\_\_get\_value\_\_(choose\_the\_second\_rotor)

secondrotor.\_\_set\_rotor\_\_(set\_rotor\_two)

thirdrotor = map1.\_\_get\_value\_\_(choose\_the\_third\_rotor)

thirdrotor.\_\_set\_rotor\_\_(set\_rotor\_three)

# loop the entire message

for letter in message:

    if letter == " ":

        result = result + " "

    else:

        a = \_\_plug\_board\_\_(letter,inputt,outputt)

        b = \_\_iput\_output\_\_(a)

        ################ rotor 1 ################

        firstrotor.\_\_auto\_rotate\_\_\_()

        c = firstrotor.\_\_work\_rotor\_\_(b,0)

        r1 = firstrotor.\_\_rotate\_next\_\_()

        ################ rotor 2 ################

        d = secondrotor.\_\_work\_rotor\_\_(c,r1)

        r2 = secondrotor.\_\_rotate\_next\_\_()

        ################ rotor 3 ################

        e = thirdrotor.\_\_work\_rotor\_\_(d,r2)

        ################ reflector ################

        f = \_\_Man\_reflector\_\_(e)

        ################ rotor 4 ################

        g = thirdrotor.\_\_work\_inverse\_rotor\_\_(f,0)

        ################ rotor 5 ################

        h = secondrotor.\_\_work\_inverse\_rotor\_\_(g,0)

        ################ rotor 6 ################

        i = firstrotor.\_\_work\_inverse\_rotor\_\_(h,0)

        ############## input #####################

        j = \_\_iput\_output\_\_(i)

        k = \_\_plug\_board\_\_(j,inputt,outputt)

        result = result + k

print(result)

# to test memory use uncomment the line under

# import os, psutil; print(psutil.Process(os.getpid()).memory\_info().rss / 1024 \*\* 2)

# Code for dynamic array

import time

class rotor: # a data type that represents a rotor it takes in a number and outputs a number

    def \_\_init\_\_(self,rotor\_in,rotor\_out,rotor\_notch):

        self.rotor\_in =  rotor\_in # a list

        self.rotor\_out = rotor\_out # a list

        self.rotor\_notch = rotor\_notch # a letter

    # def \_\_inverse\_rotor\_\_(self):

    #      self.rotor\_notch = "#"

    #      return rotor(self.rotor\_out, self.rotor\_in, self.rotor\_notch)

    def \_\_auto\_rotate\_\_\_(self): # this function rotates the rotor once this is helpfull because after every letter is pressed the first rotor must rotate once

        self.rotor\_in = self.rotor\_in[1:] + self.rotor\_in[:1]      #rotate the rotor\_in once

        self.rotor\_out = self.rotor\_out[1:] + self.rotor\_out[:1]   #rotate the rotor\_out once

    def \_\_rotate\_next\_\_(self): # this function cheaks if the notch is at index zero if it is it returs 1 which is then used to rotate the next rotor before working it

        if self.rotor\_out[0] == self.rotor\_notch:

            return 1

        else:

            return 0

    def \_\_set\_rotor\_\_(self,setn): # this function is used to set the rotors before starting the machine it works by rotating the input and the output lists a certain number of unites

        self.rotor\_in = self.rotor\_in[setn:] + self.rotor\_in[:setn]

        self.rotor\_out = self.rotor\_out[setn:] + self.rotor\_out[:setn]

    def \_\_work\_rotor\_\_(self,number,rotatenext): # this is the main function it has 2 main parts

        if rotatenext == 1: # part one cheak if the rotor before sent 1 if it did then rotate the rotor once before execting the rest of the function

            self.rotor\_in = self.rotor\_in[1:] + self.rotor\_in[:1]

            self.rotor\_out = self.rotor\_out[1:] + self.rotor\_out[:1]

        value = 0  # part 2 of the function working the rotor

        value = self.rotor\_in[number]     # store the value of the letter that is iputed in a varuble named value

        for i in range(len(self.rotor\_out)): # loop around the rotor out and when the program finds the corsponding value return it

            if self.rotor\_out[i] == value:

                return i

    def \_\_work\_inverse\_rotor\_\_(self,number,rotatenext): # this is the main function it has 2 main parts

        if rotatenext == 1: # part one cheak if the rotor before sent 1 if it did then rotate the rotor once before execting the rest of the function

            self.rotor\_in = self.rotor\_in[1:] + self.rotor\_in[:1]

            self.rotor\_out = self.rotor\_out[1:] + self.rotor\_out[:1]

        value = 0  # part 2 of the function working the rotor

        value = self.rotor\_out[number]     # store the value of the letter that is iputed in a varuble named value

        for i in range(len(self.rotor\_in)): # loop around the rotor out and when the program finds the corsponding value return it

            if self.rotor\_in[i] == value:

                    return i

def \_\_plug\_board\_\_(letter,inputt,outputt):    # simple yet effective plug board

    # this plugboard works in a very simple way

    # it has 2 lists input and output

    # it cheaks the letter has what index in the input list and returns the value of the output list at the same index

    for i in range(len(inputt)):

        if letter == inputt[i]:

            return outputt[i]

def \_\_Man\_reflector\_\_(number): ## a reflector with hardcoded values

    # the easiest part of the program it takes a value and returns a diffrent one

    if number == 0:

        return 24

    if number == 1:

        return 17

    if number == 2:

        return 20

    if number == 3:

        return 7

    if number == 4:

        return 16

    if number == 5:

        return 18

    if number == 6:

        return 11

    if number == 7:

        return 3

    if number == 8:

        return 15

    if number == 9:

        return 23

    if number == 10:

        return 13

    if number == 11:

        return 6

    if number == 12:

        return 14

    if number == 13:

        return 10

    if number == 14:

        return 12

    if number == 15:

        return 8

    if number == 16:

        return 4

    if number == 17:

        return 1

    if number == 18:

        return 5

    if number == 19:

        return 25

    if number == 20:

        return 2

    if number == 21:

        return 22

    if number == 22:

        return 21

    if number == 23:

        return 9

    if number == 24:

        return 0

    if number == 25:

        return 19

    if number == 26:

        return 27

    if number == 27:

        return 26

    if number == 28:

        return 29

    if number == 29:

        return 28

    if number == 30:

        return 31

    if number == 31:

        return 30

    if number == 32:

        return 33

    if number == 33:

        return 32

    if number == 34:

        return 35

    if number == 35:

        return 36

    if number == 36:

        return 35

    if number == 37:

        return 38

    if number == 38:

        return 37

    if number == 39:

        return 40

    if number == 40:

        return 39

    if number == 41:

        return 42

    if number == 42:

        return 41

    if number == 43:

        return 44

    if number == 44:

        return 43

    if number == 45:

        return 46

    if number == 46:

        return 45

    if number == 47:

        return 48

    if number == 48:

        return 47

    if number == 49:

        return 50

    if number == 50:

        return 49

    if number == 51:

        return 52

    if number == 52:

        return 51

    if number == 53:

        return 54

    if number == 54:

        return 53

    if number == 55:

        return 56

    if number == 56:

        return 55

    if number == 57:

        return 58

    if number == 58:

        return 57

    if number == 59:

        return 60

    if number == 60:

        return 59

    if number == 61:

        return 61

def \_\_iput\_output\_\_(number\_or\_letter): # to make the program easier all the rotars take in a number and output a number this function turns letters to numbers and numbers to letters

    value = 0

    alphabet = ["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z","A","B","C","D","E","F","G","H","I","J","K","L","M","N","O","P","Q","R","S","T","U","V","W","X","Y","Z","0","1","2","3","4","5","6","7","8","9"]

    if number\_or\_letter in alphabet:

        #this is a letter lets convert to a number

        for i in range(len(alphabet)):

            if alphabet[i] == number\_or\_letter:

                value = i

                return i

    elif number\_or\_letter not in alphabet:

        ## this is an intger lets convert it to a letter

         value = alphabet[number\_or\_letter]

         return value

################### 5 rotors ###############

rotor\_dictionary = {

  "I"   : rotor(["e","k","m","f","l","g","d","q","v","z","n","t","o","w","y","h","x","u","s","p","a","i","b","r","c","j","B","Y","C","H","G","L","F","M","N","A","O","E","P","U","X","D","W","V","K","J","I","R","S","Z","T","Q","4","5","7","3","6","2","8","9","1","0"],["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z","A","B","C","D","E","F","G","H","I","J","K","L","M","N","O","P","Q","R","S","T","U","V","W","X","Y","Z","0","1","2","3","4","5","6","7","8","9"],"q"),

  "II"  : rotor(["a","j","d","k","s","i","r","u","x","b","l","h","w","t","m","c","q","g","z","n","p","y","f","v","o","e","C","X","J","B","O","Q","P","W","A","I","M","U","V","N","H","T","E","F","Z","G","S","R","K","Y","L","D","0","3","5","4","2","1","6","9","8","7"],["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z","A","B","C","D","E","F","G","H","I","J","K","L","M","N","O","P","Q","R","S","T","U","V","W","X","Y","Z","0","1","2","3","4","5","6","7","8","9"],"e"),

  "III" : rotor(["b","d","f","h","j","l","c","p","r","t","x","v","z","n","y","e","i","w","g","a","k","m","u","s","q","o","G","H","J","F","I","B","A","R","U","Q","T","S","P","V","W","Y","O","Z","X","C","N","L","M","K","D","E","2","3","4","7","6","9","5","8","0","1"],["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z","A","B","C","D","E","F","G","H","I","J","K","L","M","N","O","P","Q","R","S","T","U","V","W","X","Y","Z","0","1","2","3","4","5","6","7","8","9"],"v"),

  "IV"  : rotor(["o","p","q","r","x","w","v","y","u","t","a","b","z","c","d","h","s","i","j","k","l","e","g","m","n","f","G","A","X","F","H","I","J","E","V","W","D","T","U","B","O","N","Q","S","C","R","L","Y","Z","M","P","K","1","3","2","9","8","7","6","0","5","4"],["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z","A","B","C","D","E","F","G","H","I","J","K","L","M","N","O","P","Q","R","S","T","U","V","W","X","Y","Z","0","1","2","3","4","5","6","7","8","9"],"u"),

  "V"   : rotor(["i","k","z","w","v","u","j","t","s","r","q","l","m","n","c","d","o","p","e","f","y","x","g","h","b","a","Z","Y","X","W","V","U","T","S","R","Q","P","O","N","M","L","K","J","I","H","G","F","E","D","C","B","A","9","8","7","6","5","4","3","2","1","0"],["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z","A","B","C","D","E","F","G","H","I","J","K","L","M","N","O","P","Q","R","S","T","U","V","W","X","Y","Z","0","1","2","3","4","5","6","7","8","9"],"b")

}

# ==========================================================  program Starts Here =============================================================================

##################### configure the plug board ###############

print("plug board configuration")

while True:

    y\_n = str(input("you have 3 options press 1 continue witout a plugboard press 2 to continue with a predefined plugboard or press 3 to configure your own plugboard : "))

    if y\_n == "1":

        break

    elif y\_n == "2":

        break

    elif y\_n == "3":

        break

    else:

        print("please enter 1 2 or 3 : ")

        continue

if y\_n == "3":

    inputt = []

    outputt = []

    for i in range(0,31):

        while True:

            match = input("match 2 letters together Example <AB>: ")

            if len(match) > 2:

                print("please enter 2 values only")

                continue

            elif len(match) == 1:

                print(" please use two letters together")

                continue

            elif len(match) == 0:

                print(" please use two letters together")

                continue

            elif len(match) < 0:

                print(" soory i did not uderstand that")

                continue

            elif match[0] in inputt:

                print("you already assined this before")

            elif match[1] in inputt:

                print("you already assined this before")

            elif match[0] in outputt:

                print("you already assined this before")

            elif match[1] in outputt:

                print("you already assined this before")

            else:

                inputt.append(match[0])

                outputt.append(match[1])

                break

    for k in range(0,31):

        inputt.append(outputt[k])

        outputt.append(inputt[k])

if y\_n == "2":

    inputt  =  ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'k', 'l', 'm', 'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z','A', 'B', 'C', 'D', 'E', 'F', 'G', 'H', 'I', 'J', 'K', 'L', 'M', 'N', 'O', 'P', 'Q', 'R', 'S', 'T', 'U', 'V', 'W', 'X', 'Y', 'Z',"0","1","2","3","4","5","6","7","8","9"]

    outputt =  ['n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z', 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'k', 'l', 'm','N', 'O', 'P', 'Q', 'R', 'S', 'T', 'U', 'V', 'W', 'X', 'Y', 'Z', 'A', 'B', 'C', 'D', 'E', 'F', 'G', 'H', 'I', 'J', 'K', 'L', 'M',"9","8","7","6","5","4","3","2","1","0"]

elif y\_n == "1":

    print ("you did not configure a plug board we will proceed without a plug board")

    inputt  =  ["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z","A","B","C","D","E","F","G","H","I","J","K","L","M","N","O","P","Q","R","S","T","U","V","W","X","Y","Z","0","1","2","3","4","5","6","7","8","9"]

    outputt =  ["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z","A","B","C","D","E","F","G","H","I","J","K","L","M","N","O","P","Q","R","S","T","U","V","W","X","Y","Z","0","1","2","3","4","5","6","7","8","9"]

###################### choose the 3 rotors ############### with validation on input

while True:

    choose\_the\_first\_rotor  = input("first position: choose a  rotor from the one of the five > I, II, III, IV, V : ").upper()

    if choose\_the\_first\_rotor == "I":

        break

    if choose\_the\_first\_rotor == "II":

        break

    if choose\_the\_first\_rotor == "III":

        break

    if choose\_the\_first\_rotor == "IV":

        break

    if choose\_the\_first\_rotor == "V":

        break

    else:

        print("Sorry I did not understand that please enter I, II, III, IV, or V")

while True:

    choose\_the\_second\_rotor = input("second position: choose a  rotor from the one of the five > I, II, III, IV, V : ").upper()

    if choose\_the\_second\_rotor == "I":

        break

    if choose\_the\_second\_rotor == "II":

        break

    if choose\_the\_second\_rotor == "III":

        break

    if choose\_the\_second\_rotor == "IV":

        break

    if choose\_the\_second\_rotor == "V":

        break

    else:

        print("Sorry I did not understand that please enter I, II, III, IV, or V")

while True:

    choose\_the\_third\_rotor  = input("third position: choose a  rotor from the one of the five > I, II, III, IV, V : ").upper()

    if choose\_the\_third\_rotor == "I":

        break

    if choose\_the\_third\_rotor == "II":

        break

    if choose\_the\_third\_rotor == "III":

        break

    if choose\_the\_third\_rotor == "IV":

        break

    if choose\_the\_third\_rotor == "V":

        break

    else:

        print("Sorry I did not understand that please enter I, II, III, IV, or V")

###################### set values to the 3 rotors ############### with validations

while True:

    try:

        set\_rotor\_one    = int(input("what number do you want to set rotor 1 to ? "))

    except ValueError:

        print("Sorry, I didn't understand that.")

        continue

    if set\_rotor\_one < 0:

        print("Sorry, your response must not be negative.")

        continue

    if set\_rotor\_one > 62:

        print("Sorry, your response is bigger than 62.")

        continue

    else:

        break

while True:

    try:

        set\_rotor\_two    = int(input("what number do you want to set rotor 2 to ? "))

    except ValueError:

        print("Sorry, I didn't understand that.")

        continue

    if set\_rotor\_two < 0:

        print("Sorry, your response must not be negative.")

        continue

    if set\_rotor\_two > 62:

        print("Sorry, your response is bigger than 62.")

        continue

    else:

        break

while True:

    try:

        set\_rotor\_three  = int(input("what number do you want to set rotor 3 to ? "))

    except ValueError:

        print("Sorry, I didn't understand that.")

        continue

    if set\_rotor\_three < 0:

        print("Sorry, your response must not be negative.")

        continue

    if set\_rotor\_three > 62:

        print("Sorry, your response is bigger than 62.")

        continue

    else:

        break

while True: # take the message and validate any spcial caracters

    message = str(input("what is the message you want to encript/decript "))

    if any(c in inputt for c in message):

        break

    else:

        print("Your input contains values that are not suported please try agin")

        continue

result = ""

###################### create all rotors and give them set values ###############

firstrotor = rotor\_dictionary[choose\_the\_first\_rotor]

firstrotor.\_\_set\_rotor\_\_(set\_rotor\_one)

secondrotor =rotor\_dictionary[choose\_the\_second\_rotor]

secondrotor.\_\_set\_rotor\_\_(set\_rotor\_two)

thirdrotor = rotor\_dictionary[choose\_the\_third\_rotor]

thirdrotor.\_\_set\_rotor\_\_(set\_rotor\_three)

# loop the entire message

for letter in message:

    if letter == " ":

        result = result + " "

    else:

        a = \_\_plug\_board\_\_(letter,inputt,outputt)

        b = \_\_iput\_output\_\_(a)

        ################ rotor 1 ################

        firstrotor.\_\_auto\_rotate\_\_\_()

        c = firstrotor.\_\_work\_rotor\_\_(b,0)

        r1 = firstrotor.\_\_rotate\_next\_\_()

        ################ rotor 2 ################

        d = secondrotor.\_\_work\_rotor\_\_(c,r1)

        r2 = secondrotor.\_\_rotate\_next\_\_()

        ################ rotor 3 ################

        e = thirdrotor.\_\_work\_rotor\_\_(d,r2)

        ################ reflector ################

        f = \_\_Man\_reflector\_\_(e)

        ################ rotor 4 ################

        g = thirdrotor.\_\_work\_inverse\_rotor\_\_(f,0)

        ################ rotor 5 ################

        h = secondrotor.\_\_work\_inverse\_rotor\_\_(g,0)

        ################ rotor 6 ################

        i = firstrotor.\_\_work\_inverse\_rotor\_\_(h,0)

        ############## input #####################

        j = \_\_iput\_output\_\_(i)

        k = \_\_plug\_board\_\_(j,inputt,outputt)

        result = result + k

print(result)

# to test memory use uncomment the line under

# import os, psutil; print(psutil.Process(os.getpid()).memory\_info().rss / 1024 \*\* 2)